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**Abstract.** The most serious appearance of modern malware is Botnet. Botnet is a fast growing problem that is still not well understood and studied. One widely spreading variant of the botnet attacks is an IRC botnet. There are a number of techniques to detect botnet attacks and infections, but they do not have the functionality to prevent malicious botnet activity. The development of a quality equipment to detect and remove botnet infection needs a good simulation environment that is safe and fully meets the functionality of botnet DoS attacks. The paper presents the features of the implementation of network simulator for DoS attacks. The simulator allows creating different attacks with various parameters. Some performance experiences are performed and the obtained results are shown.

**Introduction**

The most serious manifestation of modern malware is Botnet. Botnet is a fast growing problem that is still not well understood and studied. In time botnets have evolved from simple generators of spam to primary means of mass criminal operations. Botnets are involved in identity and credit card numbers thefts, various forms of espionage, Denial of Service (DoS – denial of service) attacks, attacks on unsafe products from the new digital world – putting in danger the modern society and the evolving and expanding business [1].

Bot is a machine on which a malicious computer software has been installed and it can be controlled independently and automatically. Botnet is a collection of compromised computers running malware, being controlled by a hacker – commonly known as the botmaster, through a centralized infrastructure for command and control (C&C center) of the attack (figure 1). The C&C infrastructure controlling the bots is malicious in nature and may illegally control the computing resources of the bots. Botnet gains computers and turns them into an army of cyber attack to be used for spam, fake Web sites, DoS attacks, viruses, worms, backdoors, collecting information through phishing and fraud.

Botnet used with combination of modern technology such as Internet Relay Chat (IRC), Hypertext Transfer Protocol (HTTP) and Peer-to-Peer (P2P) allows attackers to organize hidden tactics in legal custom applications, making detection of botnet attacks much more complex.

One widely spreading variant of the botnet attacks is an IRC botnet which has been considered to be extinct – until 2015 when returning with large-scale DoS attacks. As of this year, attacks have increased by 132% more than last year. The problem with increasing DoS IRC botnet attacks concerns modern computer-based business as the primary means of internal communication in large (Google, Yahoo, LinkedIn, Facebook), as well as in small business corporations is based on the use of IRC clients and channels. Information exchanged on these channels is confidential, thus making these channels good target for attack.

There are a number of techniques developed to detect botnet attacks and infections, but they do not have the functionality to prevent malicious botnet activity. This makes them insufficiently effective tools for defense because they
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**Figure 1.** Botnet action
are not comprehensive enough. The development of quality equipment to detect and remove botnet infection needs a good simulation environment that is safe and fully meets the functionality of botnet DoS attacks. The presence of such a simulation environment facilitates the development of protection techniques, as they can be tested, giving real results and will also give the ability to develop quality and effective means to prevent botnet attacks.

**Existing Solutions**

Currently there are a variety of tools for generating various DoS flood attacks, but they are specialized in the implementation of a particular type of attack without the possibility of implementation of the other types. Few are the systems which generate various DoS attacks, and even less are those who generate botnet DoS attacks.

LOIC is one of the most popular tools for DoS attacks, freely available on the Internet [2]. It can be used only by a single user to carry out the DoS attack with target – small servers. It can realize UDP flood attack, TCP flood attack or HTTP requests to the server-victim. The disadvantage of this tool is that it has no option to realize DoS attacks like botnet, but uses only a single IP address and does not hide the IP address so it can be easily traced.

Another similar tool is XOIC [3]. It can realize (D)DoS attacks to a given IP address, as the user selects the port and protocol on which the attack to be carried on. Main application of this tool is to test the resilience of websites. The disadvantage is similar – realized DoS attacks are from one machine, not a botnet. Other thing is that this tool is not a simulator but a real system for security attacks, which makes it dangerous even only for testing purposes.

Alternative tool is DDOSIM [3]. This is a generator that implements HTTP flood and TCP flood attacks simulating the presence of several bot hosts with random IP addresses. Written in C++, it runs under Linux and is open source. It allows generation of attacks by a machine simulating the act is carried out by various hosts, which is not a real botnet simulation (it can use only the resources of the machine that is running to generate attacks).

The platform for testing MAZEBOLT implements flood attacks, botnet attacks and attacks at the application level [4]. The tool is paid and thus with closed source, which limits opportunities for its use and consequently suggesting improvements.

BoNeSi is a DDoS botnet simulator that simulates traffic in a closed environment to study the effects of this type of attack [5]. It generates ICMP, UDP and TCP flood attacks from botnet of a given size and different IP addresses. The simulator is open source, but is entirely console-controlled. Similarly to DDOSIM, it generates attacks from a machine simulating the act is carried out by various hosts. Another disadvantage is that the tool works only under operating system Linux.

In this paper are presented some aspects of the implementation of the simulation environment for generating IRC DoS network attacks. The simulator provides flexible tools with which can be simulated different types of attacks with various parameters both in real-time conditions as in a laboratory. The experimental studies of its functionality and results are presented.

**Botnet Attacks Nature**

IRC botnet is the most widely spread botnet attack because it is simple to implement and relatively difficult to be detected the presence of attack. Botmaster hides behind several IRC servers and gives commands to attack to the bots via IRC channels in which the owners of the bot machines do not know they are present [6,7].

IRC is used as infrastructure C&C protocol through which the botmaster sends commands to his bot army. IRC is a chat system that provides one-to-one and one-to-many instant messaging over the Internet. The attacker can use public IRC server, or build his own server for the purpose of C&C. Bots are configured to connect back to the C&C server expecting on any port configured to receive commands and to implement it. The action of IRC botnet is shown on figure 2.

IRC botnet is used to perform DoS attacks, as the botmaster can easily manage attacks hidden behind IRC

![Figure 2. IRC botnet operation](image-url)
technology and can hardly be detected. This attack is preferred because it is almost impossible to understand that a machine is part of a botnet and thus to be stopped because IRC botnet relies on a large number of zombie computers to realize small parts of the attack, but overall to get a large load. The capabilities of a single bot machine are not fully used when committing the attack and thus the resources of the bot machine are not much loaded. The aim of the IRC botnet is to have a large army of bots that simultaneously realize attack to a given victim. This way the owners of the bot machines can not know the presence of infection and to take actions to remove the bot from the network.

**Architecture of the Simulator**

The architecture of the presented simulation environment has distributed nature. It consists of a number of bots running on separate machines and communicating through IRC channels. Each bot is built on a modular principle (figure 3). The use of modules allows for easy subsequent extension of the simulator with new components implementing additional classes of attacks.

Each bot has the following components:

- **Core** – implements the basic functionality of the bot, coordinating the work of its individual components.
- **Command interpreter** – realizes the inner system for accepting and processing commands from remote users.
- **Attack generator** – implements are the three basic types of attacks TCP, UDP and ICMP.
- **Communicational subsystem** – supports the communication to other bots in the network, using sockets.
- **IDE** – graphical interface of the bot, allowing interaction with the user of the local machine.

The presented simulation environment is designed to simulate the effects of malicious network attacks. Therefore, the method of converting machines in bots is not subject of research in the presented report. It is assumed that a botnet network is already established – computers were infected. In order to simulate the operation of IRC botnets, each machine must have installed a bot. Because of the possibility that software can be used for abuse, functionality for automatic start when starting up the machine is not added.

The system can operate with at least one bot connected to the network to an unlimited number of bots. Bots are started locally on each machine and are controlled by the IRC channels in which they join. This IRC channels represents the C&C center of the botnet. Management of the botnet DoS attacks is done remotely by sending commands in the specified IRC channels. All bots receive the same command and each of them executes it independently of the others in order to achieve more effective attack. After execution of the attack bots use the IRC protocol and connect to the user’s channel that has sent the command. Then they send a message with a report on the work they have done. So the report is only visible to the attacker, but not for other users in the channel.

To implement the system in terms of research without violating the generally accepted laws, the IRC channel used is specifically designed for this purpose. This channel is not used by legitimate users of IRC technology. It is also used locally installed IRC server, not public, since the use of public IRC server would violate the etiquette of using the Internet and can lead to problems in actually used services. The locally installed server is unavailable for legitimate users of IRC communication technology, which keeps the security and the closed nature of the system.

Each bot can execute few types of commands received from the network:

- Commands for execution on the command interpreter shell.
- Commands for sending text message in the channel.
- Commands for starting TCP, UDP or ICMP attacks.
- Command for exiting the channel and suspending the bot action.

The need of combinability regarding the implementa-
information technologies and control

The testing of the simulation environment is made in terms of the two main types of network infrastructure – flat and routed.

In flat topology (figure 4) the bots, the command center, the IRC server and the victim machine are in one network. The objective is to determine the effects of the attacks and the quality of the bandwidth of the network with a single channel to the attacked machine.

Two different experiments are made with the flat topology – one experiment with botnet containing 3 bots and other experiment containing 5 bots, as the other components of the network remain the same. The evaluation of the experiments is made according to two base comparisons – comparison between the results of the experiment with 3 bots in flat topology and 3 bots in routed topology, and the other comparison is done between the results of the experiments with 3 bots in flat topology and 5 bots also in flat topology.

In routed topology (figure 5), the individual components of the system are located in different subnets and routing protocols are used. The objective is to determine the effects of attacks and quality of the traffic capacity of the network in a real routed network environment.

The testing of the simulation environment is made in terms of the two main types of network infrastructure – flat and routed.

In flat topology (figure 4) the bots, the command center, the IRC server and the victim machine are in one network. The objective is to determine the effects of the attacks and the quality of the bandwidth of the network with a single channel to the attacked machine.

Two different experiments are made with the flat topology – one experiment with botnet containing 3 bots and other experiment containing 5 bots, as the other components of the network remain the same. The evaluation of the experiments is made according to two base comparisons – comparison between the results of the experiment with 3 bots in flat topology and 3 bots in routed topology, and the other comparison is done between the results of the experiments with 3 bots in flat topology and 5 bots also in flat topology.

In routed topology (figure 5), the individual components of the system are located in different subnets and routing protocols are used. The objective is to determine the effects of attacks and quality of the traffic capacity of the network in a real routed network environment.

The experimental platform is based on Intel Core2Duo T7700, running at 2.4 GHz clock speed and 4Gb RAM. The command center and the victim machine are running Windows 7 Enterprise, and the bots – Slackware Linux 3.10. For the purpose of the experiments was used UnrealIRCd IRC server which is open source and allows personalized configuration. This is by the fact that the use of a public IRC server would lead to conflict and violating the rules of the proper communication in IRC. For an IRC client is used the client Xchat.

The tests were performed in two directions: to test the communication between bots and the implementation of the network attacks. Bots run on the corresponding machines and at launch they join in the test channel through which the botmaster will send the commands.

The first group of tests include testing of the connection of the bot to the botmaster by sending the command...
The bots must repeat the text and to display it on the client’s screen. Figure 6 shows the results of the executed test with text “Hello world!”.

The second test checks the capabilities of the bots to perform local operating system commands through the command `!cmd`. It requires as a parameter command of the OS. After the execution, the bots send the result in a personal message to the botmaster. Thus the result is visible only to the botmaster, but not for other users in the channel. The results of the test for the execution of the OS command `ifconfig` on a machine are shown on figure 7.

The tests show the functionality of the bots. It should be noted that the results are similar for the two types of network topologies for the three experiments that were made.

The second group of tests examines the functionality and efficiency of the generated network attacks. The objective is to determine the effectiveness of the simulation environment for congestion of the communication channel with packets. The attacks were performed on the three basic protocols.

The first type of attack is UDP flood determined to host on port 53 (DNS) with duration 120 s. The packages contain symbols ‘X’. Figure 8 shows a report given by the network analyzer WireShark for the traffic to the attacked machine.

The ICMP attack includes the implementation of a number of ping commands from the command line of the machine by all the bots. The result of the attack is shown on figure 10.

Information on the results of the traffic for each attack is derived from the summary report of WireShark, as shown on figure 11.

Table 1 shows the average results of the experiments for both network topologies – flat and routed. The results are generated based on summary reports from the analyzer.

<table>
<thead>
<tr>
<th>Attacks</th>
<th>Flat Packets/s</th>
<th>Routed Packets/s</th>
<th>Flat Size (bytes)</th>
<th>Routed Size (bytes)</th>
<th>Flat Bytes/s</th>
<th>Routed Bytes/s</th>
</tr>
</thead>
<tbody>
<tr>
<td>UDP</td>
<td>1.7</td>
<td>1.4</td>
<td>897</td>
<td>893</td>
<td>1550</td>
<td>1213</td>
</tr>
<tr>
<td>TCP</td>
<td>3.4</td>
<td>1.3</td>
<td>95</td>
<td>64</td>
<td>36407</td>
<td>6106</td>
</tr>
<tr>
<td>ICMP</td>
<td>3.4</td>
<td>3.3</td>
<td>98</td>
<td>96</td>
<td>315</td>
<td>321</td>
</tr>
</tbody>
</table>

For the average packet size there are no big differences in the values in both topologies. For the average number of packets per second and the number of bytes per second the values reported for UDP and ICMP attacks have a little gap, as in the second topology the values are
Figure 8. Report from WireShark for UDP traffic

Figure 9. Report from WireShark for TCP traffic

Figure 10. Report from WireShark for ICMP traffic
lower. This is due to the fact that in the routed network the traffic passes through different networks until it reaches the destination – the attacked machine. For TCP attack, however the differences are significant, which is due to the specific mechanism of the protocol for acknowledgment and retransmission. The graphical representation of the results is shown on figure 12.

For ICMP attack is typical that the bots can not complete their attack, as the attacked machine can not send Echo Reply within the specified to bot machines ping timeout. This is proof that the attack achieved its goal before it reaches the maximum value of parameters set in the command.

A Possible Solution for Prevention

A possible solution for prevention from bot infection is to use the Linux Netfilter framework which allows controlling of packet traffic. The current implementation of the framework is the iptables library. To verify the solution the protection is tested on routed network shown on figure 5. On routers PC1 and PC3 are written iptables rules, which

```
IPTABLES = "/usr/sbin/iptables"
/sbin/modprobe ip_tables
/sbin/modprobe iptable_filter
/sbin/modprobe ipt_state
$iptables -P INPUT
$iptables -P OUTPUT
$iptables -P FORWARD
$iptables -P INPUT ACCEPT
$iptables -P OUTPUT ACCEPT
$iptables -P FORWARD ACCEPT
$iptables -A INPUT -p tcp --dport 6667 -j DROP
$iptables -A OUTPUT -p tcp --sport 6667 -j DROP
```
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purpose is to restrict the bot 3 (PC2) to access the network. On figure 13 the basic iptables configuration for both the routers is shown.

After activating the rules, the bots were started. The bot 3 connects to the network and runs the command !say hi. While the bots are active, new iptables rules were added on routers 0 (figure 14).

As the result the bots are still active in the channel, but after running the rules, the connection with bot 3 is suspended (figure 15).

Conclusion

In this paper are presented some aspects of the implementation of the simulation environment for generating IRC DoS network attacks. The simulator provides flexible tools with which can be simulated different types of attacks with various parameters both in real conditions and in a laboratory. A possible solution for bot attacks preventing is presented.

For future work is planned expansion with generators of other network attacks, and adding opportunities for realization of DDoS attacks. Another aspect is the use of threads to enhance the effectiveness of the simulator.
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